REFlex: an entire solution to business process modeling
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Abstract. Some approaches have emerged providing flexibility to business processes (BP) execution. Among them, we can enhance the declarative one, which purpose is to model what must be done without describing how they must execute. Previously, i) we extended the definition of the business process to approach web service orchestration, besides the definition of activities and rules; and ii) we formalized the REFlex rule engine, allowing us to discuss the verification of the engine core properties and the liveness-enforcing mechanism properties. In this paper, we aim at discussing and presenting the REFlex as an entire solution to BPM. We show that, using REFlex, an user has support to: i) model a business process; ii) trust in a formalized semantics that does not allow the user to be guided to an unacceptable situation; and iii) link (some) activities to web services, (semi-)automating the process execution.
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1 Introduction

The purposes for companies to model their business processes (BPs) have been presented in different works [25, 18]. Languages such as BPMN (Business Process Modeling Language [26]) have been used to provide a graphical representation of the BP and its concepts. But such kind of representation defines not only a set of actions, but also in which order and by whom each action must be performed.

Some approaches have emerged to provide flexibility to BP execution [15]. Among them, we can enhance the declarative one. The purpose of a declarative BP is to model what must be done (the actions) without describing how they must execute [17]. This is possible by defining a set of activities (actions) in a company and a set of business rules (constraints). Any activity is allowed to execute since its execution does not violate any of the defined constraints. In that way, the order of the process execution is defined in runtime.

The declarative processes are useful for companies whose business logic is constantly changing. Moreover, some authors [25] believe that reading and understanding a business rule is more natural for employees with few technical IT
skills. Therefore, a declarative process may be used to communicate between different layers of a company.

In a previous work [2], we proposed REFlex, a graph-based rule engine to execute declarative processes. In other work [20] we extended the definition of the business process to approach web service orchestration, besides the definition of activities and rules. We described how REFlex represents a declarative BP execution as a graph. The graph is the representation only of the current execution step, and it is updated as the activities are executed. The graph itself and some annotations added allow its compliance with the described rules. We also showed that storing all information necessary to control the process execution in activities (nodes) and rules (edges) allows for an efficient implementation of a declarative BP engine [3]. In terms of space complexity, REFlex avoids the well known problem of state space explosion.

At a given execution point, the state of a declarative process is defined by the state of its activities. An activity can assume three different states: enabled - can execute; disabled - cannot execute at this point; blocked - cannot execute anymore. After the execution of an activity, the rule engine evaluates the current process state and the business rules to determine the next state of the process. The engine also analyses global properties of the process. For instance, if the business rules require the execution of a set of activities, the engine allows the process to terminate only after executing these activities.

Other solutions to execute declarative processes exist, such as Declare and DCR Graphs. Each one has its own properties and a different manner to represent and execute a process. But none of them support the integration of the business process to web services. Hence, this paper aims at discussing the REFlex approach as an entire solution to business process modeling. Different from the others, using REFlex, a user has support to: i) model a business process; ii) trust in a formalized semantics that does not allow the user to be guided to an unacceptable situation; and iii) link (some) activities to web services, (semi-)automating the process execution.

This paper is structured as follows: Section 2 provides an overview of the background for this work; Section 3 discuss the REFlex solution, and shows how REFlex is inserted in the BPM area; Section 4 presents an overview of works related to our research; and final remarks and a conclusion appear in Section 5.

2 Flexible Processes

When company tasks are less repetitive and predictable, an approach that determines the order of tasks execution may not be the best adopted practice [15]. Using such an approach, a business logic could be too simple and unable to handle all situations; or too complex and hard to maintain because it tries to model all possible situations. Both situations present problems to the company. Flexible processes emerged to deal with these problems. To achieve the desired flexibility, the business logic must let the stakeholders to decide and perform
activities in any order, since the sequence (or part of that) was not explicitly prohibited.

In this context we can enhance the declarative approach, which is the flexible approach used in this work. The purpose of a declarative process is to define the BP in terms of business rules using a declarative language. While in other approaches we must specify all execution alternatives, a declarative model is guided by constraints [16]. Any activity that does not violate a constraint can be executed. Hence, adding new constraints reduces the number of execution options.

In a declarative BP, two elements compose a model: activities and business rules. An activity represents an action taken to modify the state of the modeled system. An activity must be performed by a resource (a person or a computer, for example). A business rule defines or constrains some aspects of the business, which must be respected during the whole process execution. Hence, the defined business rules control/limit the possibility of a stakeholder to choose an activity to execute.

As said, a declarative process makes use of a declarative language to express its business rules. ConDec is one declarative language, proposed by Pesic [17], used in the DECLARE modeling and execution tool. ConDec uses LTL (Linear Temporal Logic) formulae as basis to describe different constraint behaviors. The ConDec language is also used in this work to describe business rules in a declarative manner. The behaviors can be classified in the following templates:

- **existential templates** express the number of times an activity can or must be executed in the same process instance. This group has four templates: *exactly*(A, N) indicates that an activity A must be executed exactly N times; *existence*(A, N) indicates that an activity A must be executed at least N times; *absence*(A, N) indicates that an activity A must be executed at most N times; and *init*(A), which indicates the first activity to be executed in the process.

- **relational templates** express dependencies between activities. This group has five templates: *precedence*(A, B) indicates that an activity B cannot be executed before a certain activity A; *response*(A, B) indicates that, after the execution of an activity A, a certain activity B must also be executed; *succession*(A, B) corresponds to the conjunction of the templates response and precedence; *co-existence*(A, B) defines that if an activity A is ever executed, a certain activity B must also be executed and vice-versa; and *responded existence*(A, B) establishes that if an activity A is ever executed, activity B must also be executed (before or after the execution of A);

- **negation templates** refer to a negative version of the relational templates. For example, the template *not response*(A, B) indicates that after the execution of a certain activity A, activity B cannot be executed anymore (B cannot be executed after A) and *not co-existence*(A, B) indicates that after the execution of one of these two activities (A or B), the other one cannot be executed anymore.
3 REFlex

In this section, we describe how REFlex is inserted in the Business Process Management area. We associate REFlex with other imperative and declarative approaches, comparing and differentiating them. We also describe REFlex as an entire solution to define declarative business process, to control its execution and to orchestrate services as activities.

3.1 The BPM area

One of the steps in the BPM lifecycle is the modeling one. In this step the process models are defined according to the needs of the company. These models should have information about the flow of activities. To design such models we need a modeling notation able to support both technical and business users. The modeling notation must provide to the stakeholders the ability to communicate the models procedures.

These modeling notations must have well-defined semantics and formalization. A formal semantics helps to understand the defined business process and its execution. It is responsible for defining semantics models and the relations between them. In Figure 1 we can see some examples of modeling notations and their semantics. Considering imperative business processes, BPMN [26] and EPC (Event Process Chain [14]) are examples of modeling notations; their semantics are defined in CSP (Communicating Sequential Processes) [28, 27] or Petri nets [6] for BPMN and Petri nets [21] for EPC.

If some activities of the modeled business process are actually web services, we need to specify how these web services will be executed. For this purpose, an execution specification must be defined. It allows to describe how web services in a service-oriented architecture (SOA) interconnect and how they share data. For BPMN and EPC models, the BPEL language [10] can be used to the execution specification, which messages are typically used to invoke remote services, orchestrate process execution and manage events and exceptions.

After designing the process model and defining its execution specification at design time, an imperative business process is transformed into a workflow with orchestration information of the web services to be executed in runtime. The workflow describes each activity that must be performed during the execution of the business process, possible execution flows, the participants that execute each activity, and the information flow between them [29]. In addition to the workflow, the orchestration information represents the execution of the web services. These services can be composed and work in cooperation to enact the business process. These compositions allow creating new values from existing parts, higher level services, that share data to deliver the requested, or part of, solutions for the business process.

Regarding declarative processes, we can cite ConDec [17] as a modeling notation. ConDec is a language that describes a business process based on rule templates. It was proposed to be used primarily in DECLARE framework, which offers a graphical representation to each template. Hence, the user can define the
business process graphically, which increases the understandability of the process. Each template in ConDec is mapped to a LTL formula, so that a ConDec model can be formalized in terms of LTL in a finite trace [12]. Because of the formalization, a runtime verification can be done focusing on the violations from the interference of multiple constraints. An automaton is generated to provide diagnosis about the business constraints during the execution of the model (at runtime) [7].

Another modeling notation for declarative business processes is the DCR Graphs [8]. In DCR Graphs a business process is specified in terms of activities and four different primitive constraints. Each constraint determines a relation between two activities. The entire business process constitutes a graph. DCR Graphs also provides a graphical tool to define a business process. The semantics of a DCR Graph is given as Labeled Transition System (LTS), which is a finite state when the graph is finite [8]. During runtime the graph controls the execution of the process, and the activities are labeled according to the current execution
step. The DCR Graphs primitives allow activities to be included and/or excluded to/from the graph during runtime.

Process mining is another subject of study in the business process area. A process mining technique aims at extracting, or discovering, a business process model from the event logs recorded by any information system. Process mining refers to methods for distilling a structured process description from a set of real executions [24], explaining the behavior observed in the event log. These techniques are most applicable when the business events are recorded in event logs but the information in these logs are not used to analyze the underlying process [22]. We consider process mining as improvement to the modeling notations and execution specifications made in design time, as it appears in Figure 1. Various tools and techniques in process mining have been developed for imperative models [24, 22, 23] and declarative ones [4, 13, 11].

3.2 REFlex as an entire solution to BPM

In this section, we will explain how REFlex works as entire solution to define declarative business processes. We will explain how a user can interact with REFlex. Using REFlex the user can also determine web services as activities, specifying their interactions and how they share data.

In REFlex, the definition of a business process (activities and rules) is done using the ConDec templates. In a previous work [20] we extended the definition of the business process to approach web service orchestration, besides the definition of activities and rules. We proposed an XML-based language capable of representing both the structure of the process (the REFlex graph) and the meta data associated to this structure (data types and web service connections). Through the XML file the user can specify variables (int, float, double, String, boolean, and list, which is an array of the other variable types) and service bindings. This latter determines which web service is linked to which activity, the location of their WSDL interface, and the binding, port type, and operation that should be called when the user chooses the activity to be executed. In [20] we describe how to write such XML.

Before starting the execution, the user must define the business process through the XML file, which contains all necessary information for its execution. This file will be parsed into a graph representation, with REFlex readable elements.

Through the user interface of a company tool that interacts with REFlex, the user is able to know: i) which activities are enabled to be executed at that moment; ii) the current values of global data shared by the activities (or web services), and iii) if the execution of the process can be finished at that moment or not. Figure 2 gives an overview of the interaction of users, the company tool and REFlex.

Once the user chooses an enabled activity to be executed, the company tool interacts with the REFlex orchestrator informing the chosen activity. If this activity is linked to a web service, the orchestrator will invoke the corresponding service operation. It uses the WSDL interface to automatically construct and
interpret the messages that are sent/received to/from the web service. Otherwise, the orchestrator will wait the user to execute the activity manually.

After the execution of each activity, the rules need to be checked. To this end, REFlex orchestrator interacts with REFlex rule engine to update the status of the business rules. The communication between orchestrator and rule engine is given by events. Every time an activity is executed, the orchestrator generates a \textit{DONE(activityName, data)} event and sends it to rule engine. The \textit{activityName} represents the activity chosen by the user to be executed, and \textit{data} is the current values of the data stored by the orchestrator.

In order to update the process instance status, the rule engine generates four kind of events to the orchestrator: \textit{ENABLE(activityName)}, \textit{DISABLE(activityName)}, \textit{ENABLE\_END()}, and \textit{DISABLE\_END()}. On one hand, events \textit{ENABLE(activityName)} and \textit{DISABLE(activityName)} update an activity state, allowing an activity to be marked as enabled (can be executed by the user) or disabled (cannot be executed by the user at that moment). On the other hand, events \textit{ENABLE\_END()} and \textit{DISABLE\_END()} informs if the process execution can be concluded or not, respectively. A process execution can be concluded if, and only if, there is no pending activity in the process. A pending activity is an activity that must be executed before the end of the execution. After receiving the events from the rule engine, the orchestrator can inform the company tool about the activities that became enabled and the ones that became disabled. Hence, the company tool can be updated, allowing the user to choose another, and at that moment enabled, activity.

The REFlex rule engine uses a graph to represent the current state of the process execution. It uses a \textit{liveness-enforcing} mechanism to guarantee that unacceptable situations are never reached and to guide the user to not mistakenly drive the execution to such unacceptable situations [2]. It is also able to handle data conditions to restrict the existence of an activity or a rule during runtime.
Besides that, the semantics of the REFlex rule engine is formalized in the Alloy language [9], which relies on recent advances in SAT (Boolean Satisfiability) technology. The REFlex formalization [5] allows us to discuss the verification of the engine core properties. Through the core properties we can discuss the feasibility of the defined business process, and identify for example that there are contradictory rules in such business process. We can also discuss the liveness-enforcing mechanism properties and all the apparatus this mechanism makes use to infer new rules to the business process without interfering in the business process behavior.

4 Related Work

Our work lies within the scope of declarative BPs, in this section we discuss some important works in this area.

DECLARE is a rule engine system proposed by Pesic et al. [16] for modeling and executing declarative processes through an extensible graphical language called ConDec [17]. This language offers a set of graphical representations to describe control-flow rules that constrain the execution of process activities. DECLARE uses Linear Temporal Logic (LTL) as its formalism for the internal representation of business processes. Process enactment requires the construction of a Büchi automaton that contains all possible states of the process. This strategy leads to the well known problem of state space explosion, which limits the size and complexity of the business processes that can be executed using DECLARE.

Hildebrandt and Mukkamala [8] propose a graph-based model called DCR Graphs to specify business process rules. At runtime, DCR Graphs control the dynamic evolution of the process state. Since the states of the process are updated dynamically, this approach does not require a prior generation of all possible states. During the process execution, this graph expresses the runtime states. This work is similar to our work since it checks the rule compliance trough a graph structure. However, the DCR graphs only support two types of relation (condition and response relations) and two types of behaviors (dynamic inclusion and exclusion of events).

Declare Analyzer, proposed by Burattin [1], is a ProM plug-in that is able to measure the conformance of process execution logs to a set of business rules provided. However, it does not verify the rule compliance during the process execution. Instead, it uses the logs of the process execution to verify its conformance to the process rules.

5 Conclusions

We resumed and discussed some imperative notations to model business processes. For these models, the user can define an execution specification, which
associates activities of the business model to web services, allowing the automation of the process or part of. The disadvantage of such approach is that the user must determine all possible execution paths for the process execution. The orchestration of services that follow an imperative model is simple, given that the possible compositions are previously know.

On the other hand, declarative approaches emerged to provide flexibility to the business processes. The declarative processes are useful for companies whose business logic is constantly changing. A declarative model consists of a set of activities (actions) in a company and a set of business rules (constraints). Any activity is allowed to execute since its execution does not violate any of the defined constraints.

In a previous work [2], we proposed REFlex, a graph-based rule engine to execute declarative processes. In other work [20] we extended the definition of the business process to approach web service orchestration, besides the definition of activities and rules.

In this paper, we showed that REFlex can be considered as an entire solution to business process modeling. Different from other declarative approaches, using REFlex, an user has support to: i) model a business process; ii) trust in a formalized semantics that does not allow the user to be guided to an unacceptable situation; and iii) link (some) activities to web services, (semi-)automating the process execution.

As future work, we intend to apply REFlex in real companies that require flexible processes. This will give us the idea of the acceptance of the REFlex as a pure declarative approach. Other works [19] have already discussed the acceptance of declarative or hybrid approaches. We also intend to extend the work to provide any process mining technique. We believe that this could help the acceptance of REFlex, since the user would only modify/update a business model.
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